**Rezime**

* While i do while vrše ponavljanje jednog istog zadatka određeni broj puta;
* While i do while su petlje koje kreiramo kada ne znamo koliko će tačno puta neki proces morati da bude izvršen;
* While petlja podrazumeva stupanje u telo petlje i njegovo izvršavanje samo ukoliko je uslov petlje ispunjen;
* Do while petlja podrazumeva obavezno izvršavanje bar jedne iteracije petlje, pre nego što do provere uopšte i dođe;
* While i do while petlje je moguće prekinuti ključnom rečju break;
* Moguće je preći na sledeću iteraciju while i do while petlje ključnom rečju continue;
* While i do while petlja podrazumeva uslovni izraz, čija vrednost mora biti tipa boolean;
* Izvršenje while i do while petlje se vrši ručno, unutar petlje i zato treba paziti da se ne upadne u mrtvu petlju.

while petlja

Jedinica: 8 od 19

U PHP-u while petlja predstavlja najjednostavniju petlju. Kao i if naredba, koju smo već obradili u prethodnim lekcijama, while petlja zavisi od uslova. Potrebno je napraviti paralelu između while i for. Da biste znali koja je naredba ispravnija za korišćenje, pođite od naredbe koja treba da se izvrši po zadovoljavanju uslova. Osnovna razlika je upravo u tome što if naredba izvršava blok naredbi koji sledi po zadovoljenju uslova *samo jednom,*dok while petlja izvršava naredbe *dokle god* je uslov ispunjen.

Pogledajmo kako bi se rad ove petlje mogao predstaviti grafički:
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*8.1. while šema*

While petlja spada u kategoriju u kojoj nije potrebno unapred znati broj iteracija. Ona se, jednostavno, izvršava onoliko puta koliko joj to dozvoli uslov koji se pod njom izvršava. While petlja zahteva određeni uslov, koji se unosi kao parametar pri njenoj inicijalizaciji i izvršava se sve dok je i taj uslov ispunjen. Da bismo omogućili izvršavanje koda unutar while petlje, potrebno je da bude ispunjen uslov, koji je definisan na početku while naredbe. Uslov koji definišemo pri kreiranju while petlje se ne razlikuje od uslova koje smo koristili prilikom definisanja if naredbi. Uslov ima veoma značajnu ulogu, jer moramo nekada da prekinemo izvršavanje petlje kako ne bismo zapalu u, već pominjanu, **mrtvu petlju**.

Razmotrimo sada sintaksu:

while (*uslov*) {  
         *//Blok koda koji će se izvršiti ako je uslov ispunjen*}

Pogledajte sledeći primer:

* code
* source

1. <?php
2. $number = 5;
3. while ($number >= 2)
4. {
5. echo $number . "<br/>";
6. $number -= 1;
7. }
8. ?>

Promenljiva $*number* na početku koda dobija vrednost 5. Zatim se proverava uslov *($number >= 2)*. S obzirom na to da je ovaj uslov tačan, program počinje da izvršava blok naredbi unutar *while* petlje. Unutar ovog bloka ispisuje se tekući broj, a zatim se smanjuje za 1. Nakon prvog prolaska kroz blok naredbi, ponovo se proverava uslov. Ponoviće se izvršavanje naredbi unutar petlje, sve dok je uslov tačan. Nakon izlaska iz petlje, rezultat na izlazu će biti sledeći:

*5  
          4  
          3  
          2*

Vidimo da u inicijalizaciji petlje ne postoji nešto poput inkrementacije u for petlji. Zapravo, ova petlja čak i ne mora da rukuje bilo kakvim brojačem. Jedino što joj je potrebno to je da, prilikom svake sledeće iteracije, vrednost uslova bude tačna. Ovo može da predstavlja i problem, jer ovakvu petlju moramo kontrolisati ručno.

Na primer, šta bi se dogodilo ukoliko bismo iz prethodnog primera izostavili deo:

$number -= 1;

Petlja bi se pretvorila u mrtvu petlju i verovatno zablokirala aplikaciju.

While petlja se često koristi u aplikacijama u realnom vremenu. Recimo, verovatno ne postoji igra koja u svom osnovnom mehanizmu ne sadrži baš ovakvu petlju. Ali, za razliku od igara i ostalih programa u realnom vremenu, PHP nema direktan kontakt sa korisnikom, i nije u stanju da prepozna korisnički ulaz (pritisak tastera ili miša), pa se u PHP-u njeno korišćenje svodi obično na iteraciju kroz podatke sa nekog izvora, njihovo parsiranje i slično. Na primer, čitanje fajlova, kada je potrebno da se fajl čita red po red, sve dok redovi postoje...

Zato je veoma bitno da u petlji uvek imamo neko sredstvo da tom petljom rukujemo (osim, naravno, break i continue naredbi). I zato, ova petlja prihvata isključivo boolean tip, kao rezultat uslovnog izraza, iako i neki drugi zapis ne bi prijavio sintaksnu grešku. Na primer, sledeći primer će se izvršiti, ali je potpuno neupotrebljiv i dovodi do mrtve petlje:

while( 1 + 3 )  
   echo "izvrsava se";

*While* petlju koristimo obično kada unapred ne znamo koliko će iteracija biti (koliko je puta potrebno da se izvrši utvrđena naredba). Kada je broj ciklusa poznat, koristićemo *for* petlju.

While petlje se takođe mogu ugnezditi. Svakako, potrebno je da imate kompletnu kontrolu koda kako ne bi došlo do propusta i zabune, i naravno, grešaka nakon izvršenja programa. Preporučljivo je, naravno, da koristite vitičaste zagrade kada vršite ugnežđenje koda. While naredbe (u ovom slučaju) pisane su jedna u drugoj sa uslovima za ispunjenje i naredbama za izvršenje.

Pogledajmo sledeći primer:

* code
* source

1. $i = 0;
2. while ($i++ < 3){
3. echo "first <br/>";
4. while (1){
5. echo "second <br/>";
6. while (1){
7. echo "third <br/>";
8. continue 3;
9. }
10. echo "This line will never be executed.<br/>";
11. }
12. echo "This line either.<br/>";
13. }

Nakon izvršenja programa, na izlazu ćemo dobiti sledeći ispis:

*first  
second  
third  
first  
second  
third  
first  
second  
third*

While petlja se može podeliti na dve vrste: **while** i **do while**. Odnosno, petlju koja se ne izvršava nijednom ukoliko uslov nije ispunjen (while) i petlju koja se izvršava bar jednom, čak i ako uslov nije ispunjen (do while). Prvu vrstu smo već videli. Ništa unutar petlje iz primera se neće izvršiti ukoliko promenljiva $number pre ulaska u petlju ne bude veća ili jednaka broju dva.

Ali, šta ako bismo želeli da telo ipak bude izvršeno bar jednom?

***Do...while* petlja**

Ova petlja je slična prethodnoj, s tom razlikom što se kod *do...while* petlje uslov proverava nakon izvršavanja bloka naredbi, a ne pre. To znači da će se blok naredbi unutar *do...while* petlje izvršiti barem jednom, bez obzira na tačnost uslova.

Do while nam omogućava da se prvo jednom izvrši blok naredbi u okviru **do** naredbe, a zatim da se prolazi kroz uslov. Dalja izvršavanja naredbi, odnosno to da li će se deo u **do** bloku ponovo izvršiti, zavisi od uslova.

Razmotrimo najpre grafički prikaz:

![https://www.link-elearning.com/linkdl/coursefiles/1046/COPHPP_08_02.jpg](data:image/gif;base64,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)

*8.2. do...while šema*

Pogledom na šemu zaključujemo da će blok koda petlje u svakom slučaju jednom biti izvršen. Tek nakon izvršenja koda, testitra se uslov. Ukoliko uslov nije ispunjen, petlja se napušta. Sa druge strane, ukoliko je uslov ispunjen, ponovo se izvršava blok koda, nakon čega se uslov ponovo testira. Ovakvo kruženje se nastavlja sve dok je uslov ispunjen ili dok se naredbom **break** ne napusti do…while petlja.

Pozabavimo se sada sintaksom:

do{  
  //Blok koda  
}while(*uslov koji se testira*);

Kod koji sledi veoma je sličan jednom od prethodnih, ali ovoga puta se blok koda jednom izvršava bez obzira na uslov. Tek se za eventualnu svaku sledeću iteraciju vrši provera uslova.

* code
* source

1. $number = 5;
2. do{
3. echo $number . "<br/>";
4. $number -= 1;
5. }
6. while($number >= 2);

U while petlji važe ista sintaksna pravila kao i u ostalim strukturama toka, break, continue i pravilo obaveznog stavljanja u vitičaste zagrade ukoliko je blok duži od jedne linije.

Ovo važi i za do while. Ali, prilikom pisanja bez vitičastih zagrada budite oprezni, iako deluje kao da je blok oivičen strukturom (poput switch-case slučajeva), u do...while petlji ne samo da se neće izvršiti više od jedne linije unutar petlje (bez vitičastih zagrada) već će i doći do greške:

Ovaj kod će se neometano izvršiti:

* code
* source

1. $a = 5;
2. do
3. echo $a ++;
4. while( $a < 5 );

Ovaj kod će prijaviti grešku

* code
* source

1. $a = 5;
2. do
3. echo $a ++;
4. echo "This line occurs error";
5. while( $a < 5);

Obratite pažnju i na to da ispred naredbe **do**nema oznake **;** ali da je ovaj znak obavezan iza linije koja sadrži while naredbu (poslednje linije).

**Vežba 1**

***Problem:***

Dat je sledeći kod:

$html = <<<HTML  
<div style="#S#"> #I# </div>  
HTML;  
$divNum = 10;  
$style = "border: 1px solid black; background: yellow; margin: 5px; padding: 4px;";

Potrebno je kroz petlju realizovati kod koji će prikazati html kod u promenljivoj $html minimum jednom i maksimum broj puta naveden u promenljivoj $divNum.

Prilikom svake iteracije u div tagu mora umesto oznake #I# biti broj iteracije, dok umesto oznake #S# mora biti stilizacija naznačena u promenljivoj $style.

***Rešenje:***

* code
* source

1. <?php
2. $html = <<<HTML
3. <div style="#S#"> #I# </div>
4. HTML;
5. $divNum = 10;
6. $style = "border: 1px solid black; background: yellow; margin: 5px; padding: 4px;";
7. $html = str\_replace("#S#", $style, $html);
8. $i = 0;
9. do
10. {
11. echo str\_replace("#I#", $i, $html);
12. $i++;
13. } while ($i < $divNum);
14. ?>

Kao vrednost promenljive definišemo string kreiran upotrebom heredoc sintakse i označavamo delove koji će kroz ostatak koda biti modifikovani (#S# i #I#). Sledeća promenljiva je $divNum, koja označava broj DIV elemenata koji će biti kreirani. Ostaje da kreiramo još jednu promenljivu ($style) kojom definišemo stilizaciju.

Kako je potrebno izvršiti editovanje stringa u vidu zamene oznake prethodno pripremljenom stilizacijom, koristimo funkciju str\_replace(). Prvi parametar funkcije je string koji će biti tražen. Drugi parametar je string koji će zameniti pronađeni, a trećim parametrom određujemo string nad kojim će se vršiti pretraga. Ova funkcija može imati i četvrti, opcioni parametar, kojim bismo odredili maksimalan broj ovakvih zamena.

Linijom:

* code
* source

1. $html = str\_replace("#S#", $style, $html);

smo rešili izmenu koja se tiče stilizacije elementa. Nakon ovoga postavljamo promenljivu $i koja inicijalno ima vrednost 0. Kako bi se ispisivanje DIV taga desilo bar jednom, odlučujemo se za do...while petlju.

Unutar tela ove petlje vršimo ispisivanje DIV elementa na strani, na sledeći način:

* code
* source

1. echo str\_replace("#I#", $i, $html);

Kao što možemo uočiti, i ovde vršimo izmenu stringa kako bismo svakom DIV tagu dodali sadržaj koji odgovara brojaču iteracija ($i).

Kako ne bismo zapali u „mrtvu“ petlju, vršimo inkrementaciju brojača $i++.

Uslov za izvršavanje iteracija je da $i bude manje od broja DIV tagova, koji smo odredili promenljivom $divNum i tako postavljamo uslov:

* code
* source

1. $i < $divNum

|  |
| --- |
| **Napomena**    U primeru se (kako bi on bio uspešno realizovan) pojavljuju i elementi koji u ovom delu kursa još uvek nisu obrađeni. Možete ih samo preskočiti i sačekati da budu objašnjeni u lekcijama, a možete se ukratko informisati o njima u narednim redovima:    Oznake <<<HTML i HTML; su deo herodoc string sintakse. Ona omogućava da se string napiše i zapamti u svom originalnom obliku, uključujući nove redove i ostala formatiranja. Ovde smo ovu sintaksu upotrebili da bismo zapamtili string sa div tagom.    Funkcija str\_replace menja sadržaj stringa. Ona ima tri parametra. Prvi je string koji se traži (u primeru su to #S# i #I#), drugi parametar je string kojim će nađeni string biti zamenjen, a treći parametar je sam string na kome će intervencija biti izvršena. |

**Vežba 2**

***Problem:***

Potrebno je napisati program koji će sabirati brojeve od 1 do 10 i ispisivati zbirove nakon svakog sabiranja broja sa sumom, a na kraju ispisati i sumu svih suma  (Total) iz predhodnog perioda sabiranja. Potrebno je koristiti do...while petlju. Nakon izvršenja, program treba da ispisuje sledeći sadržaj:

*0 + 1 je jednako: 1  
1 + 2 je jednako: 3  
3 + 3 je jednako: 6  
6 + 4 je jednako: 10  
10 + 5 je jednako: 15  
15 + 6 je jednako: 21  
21 + 7 je jednako: 28  
28 + 8 je jednako: 36  
36 + 9 je jednako: 45  
45 + 10 je jednako: 55*

*Suma, total svih brojeva od 1 do 10 je: 55*

***Rešenje:***

* code
* source

1. <?php
3. $amount = 0;
4. $number = 0;
6. do
7. {
8. $number ++;
9. echo $amount. " + ". $number. " je jednako : ";
10. $amount = $amount + $number;
11. echo $amount. "<br />";
13. }
14. while ( $number!= 10 );
16. echo "<br />";
17. echo "Amount all numbers: ". $amount;
19. ?>

Suština logike ovog zadatka biće završena u telu petlje, tako da ćemo na početku kreirati radne promenljive i dodeliti im vrednosti, zatim kreirati do-while petlju i na kraju izvršiti prikazivanje sume svih vrednosti. Naš kod bi nakon ovoga izgledao ovako:

* code
* source

1. $amount = 0;
2. $number = 0;
3. do{
4. }while ( $number!= 10 );
5. echo "<br />";
6. echo "Amount all numbers: ". $amount;

Sada je potrebno kreirati kod koji će se naći unutar tela petlje. Najpre ćemo izvršiti inkrementaciju brojača, kako ne bismo zapali u „mrtvu“ petlju i kako bismo svaki put uvećavali vrednost promenljive $number za 1, da bismo je kao takvu dalje koristili.

Nakon ovoga na strani prikazujemo izraz koji će biti izračunat:

* code
* source

1. echo $amount. " + ". $number. " je jednako : ";

Odmah nakon toga vršimo i samo izračunavanje ovakvog izraza i prikazujemo to korisniku:

* code
* source

1. $amount = $amount + $number;
2. echo $amount. "<br />";

Ovim je naš zadatak u potpunosti završen.

**Vežba 3**

***Problem:***

Potrebno je napraviti tabelu kao na prikazanoj slici. Program treba da izračunava korake cena u odnosu na „Količina \* Cena". U zavisnosti od koraka pomeranja količina, početna vrednost je 10 i kreće se do 100, sa korakom uvećanja za 10. Pomoć prilikom formatiranja tebele (HTML kod) nalazi se u rešenju obeležena crvenom bojom.

|  |  |
| --- | --- |
| ***Kolicina*** | ***Cena*** |
| *10* | *50* |
| *20* | *100* |
| *30* | *150* |
| *40* | *200* |
| *50* | *250* |
| *60* | *300* |
| *70* | *350* |
| *80* | *400* |
| *90* | *450* |
| *100* | *500* |

***Rešenje:***

<?php  
$price = 5;  
$counter= 10;  
echo "<table border = \"1\" align = \"center\" >";  
echo "<tr><th> Quantity </th>";  
echo "<th>Price </th></tr>";  
while ( $counter<= 100 ) {  
      echo "<tr> <td>";  
      echo $counter;  
      echo "</td> <td>";  
      echo $price \* $counter;  
      echo "</td> </tr>";  
      $counter = $counter + 10;  
}  
echo "</table>";  
?>

Kod koji predstavlja rešenje zadatka po svojoj strukturi veoma je sličan prethodnim, tako da ovde nećemo previše duboko zalaziti u detalje koji su već dobro poznati. Treba napomenuti da je izbegavanje specijalnih karaktera u stringu ostvareno oznakom (\). Unutar while petlje za svaku iteraciju prikazujemo vrednost za $counter kao i vrednost za $counter \* $price. Određivanje koraka vršimo u poslednjoj liniji koda za telo while petlje:

* code
* source

1. $counter = $counter + 10;

**Vežba 4**

***Problem:***

Potrebno je napisati program koji će zadavanjem željenog broja (dodeljivanje vrednosti promenljivoj pre while petlje) na izlazu ispisivati sve brojeve u opsegu većih od 200 i manjih od 400, ukoliko se željeni broj nalazi u predviđenom opsegu. Koristiti while petlju ...

Ispis na izlazu biće, na primer, ukoliko je vrednost željenog broja jednaka 380:

*Number: 380  
Number: 381  
Number: 382  
Number: 383  
Number: 384  
Number: 385  
Number: 386  
Number: 387  
Number: 388  
Number: 389  
Number: 390  
Number: 391  
Number: 392  
Number: 393  
Number: 394  
Number: 395  
Number: 396  
Number: 397  
Number: 398  
Number: 399*

***Rešenje:***

* code
* source

1. <?php
2. $number = 380;
3. do{
4. echo "Number: $number <br>";
5. $number++;
6. }while($number > 200 && $number < 400);
7. ?>

Prateći zahteve zadatka i vodeći računa o tome da ne zapadnemo u petlju koja će se neprekidno izvršavati, kreiramo naredni kod:

* code
* source

1. $number = 380;
2. do{
3. echo "Number: $number <br>";
4. $number++;
5. }while);

Ostaje potreba za definisanjem uslova od kojeg će ponavljanje bloka koda petlje zavisiti. Kao što je to postavkom zadatka i naglašeno, potrebno je da broj bude veći od 200 i manji od 400, te zato definišemo sledeći izraz:

* code
* source

1. $number > 200 && $number < 400

**Vežba 5**

***Problem:***

Potrebno je napisati program za aukcijsku prodaju koji će početi sa izvršavanjem po dobijanju početne vrednosti (cene), dodeljivanjem vrednosti promenljivoj pre ulaza u petlju. Program ispisuje vrednosti uvećavajući ih za jedan i izdaje obaveštenje o odobrenju artikla za prodaju; kada cena dostigne vrednost preko 1000, status artikla je obaveštenje o mogućnosti prodaje. Ispis na izlazu (ukoliko je početna vrednost postavljena na 999), na primer, može izgledati ovako:

Current price: 999. Still not for sale.   
Current price: 1000. Still not for sale.   
Current price: 1001. YOU CAN START WITH SALE !

***Rešenje:***

* code
* source

1. <?php
2. $price = 999;
3. do{
4. echo "Current price: " . $price . " Still not for sale. </br>";
5. $price = $price + 1;
6. }while($price <= 1000);
7. echo "Current price: " . $price . " YOU CAN START WITH SALE !";
8. ?>

Rešenje zadataka predstavlja klasičan primer upotrebe do...while petlje. Najpre je kreirana promenljiva koja se kroz telo petlje prikazuje na dokumentu i uvećava za 1. Čitava petlja podleže očekivanom uslovu:

* code
* source

1. $price <= 1000

Onog trenutka kada se promenljiva $price promeni tako da uslov više nije ispunjen, napušta se petlja i izvršava se poslednja linija koda:

* code
* source

1. echo "Current price: " . $price . " YOU CAN START WITH SALE !";

**Vežba 6**

***Problem:***

Potrebno je napisati program koji će za zadatu temperaturu vršiti konverziju iz celzijusa (C) u kelvine (K) i farenhajte (F). Potrebno je rešiti problematiku u okviru while petlje i uslov za izvršenje naredbe je da zadata temperatura bude manja od 115 stepeni.

***Rešenje:***

* code
* source

1. <?php
2. $ctemp = -10;
3. while ($ctemp < 115) {
4. print ("$ctemp degrees C converts to ");
5. print (32 + $ctemp / 5 \* 9 );
6. print (" degrees F and to ");
7. print ($ctemp + 273.1 );
8. print (" degrees K<BR>");
9. $ctemp = $ctemp + 20;
10. }
11. ?>

Početna vrednost promenljive $ctemp je -10. Kroz while petlju se vrši konvertovanje stepena celzijusovih u farenhajte i kelvine. Za konvertovanje celzijusa u farenhajte koristmo formulu:

* code
* source

1. 32 + $ctemp / 5 \* 9

, dok za konvertovanje celzijusa u kelvine koristimo formulu:

* code
* source

1. $ctemp + 273.1

Na kraju je potrebno da odredimo neki korak po kojem će se promenljiva $ctemp menjati. Kako ne bismo imali previše izlaza na strani, postavljamo:

* code
* source

1. $ctemp = $ctemp + 20;

**U odnosu na if naredbu, kada se koristi while petlja?**
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